For everyone's sake, please interrupt for clarification on any of these concepts during the talk (after they are introduced).

```
1. Printer. *
type Printer a = a -> Doc
2. Parser. }\mp@subsup{}{}{+
newtype Parser a = Parser (String -> [(a, String)])
3. Partial isomorphisms }
data Iso a b = Iso
    { apply :: a -> Maybe b
    , unapply :: b -> Maybe a
    }
```

4. IsoFunctor: the functor ${ }^{\S}$ from Iso to Hask (restricted to f).
```
class IsoFunctor f where
    (<$>) :: Iso a b -> f a -> f b
```

5. ProductFunctor: a way to merge the output/input of two f's.
```
class ProductFunctor f where
    -- Left associative, applies before <$>
    infixr 6 <*>
    (<*>) :: f a -> f b -> f (a, b)
```

6. Alternative: try one failing that, the other.
```
class Alternative where
    (<|>) :: f a -> f a -> f a
```

7. Syntax: putting it all together.
```
class (IsoFunctor s, ProductFunctor s, Alternative s) => Syntax s where
    -- (<\$>) : : Iso \(a b-\rangle f a->f b\)
    -- (<*>) :: fa ->f b->f(a,b)
    -- (<|>) :: fa->fa->fa
    pure :: Eq a => a -> s a -- Eq for checking the value at runtime
class Syntax s => JsonSyntax s where
    -- Nest the first syntax within the second.
    runSub :: s v -> s Value -> s v
    -- We need a concrete way to access the underlying Aeson Value types in
    -- order to work with them.
    value :: s Value
```

